Experiment Number: 8

Problem Statement: **Write a program to check whether given system is in safe state or not using Banker’s Deadlock Avoidance algorithm.**

NAME: Aadesh Chawla ROLLNO: 12

CLASS: TY-IT-A BATCH: B1

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Code:**

#include <iostream>

using namespace std;

int main()

{

    int numProcesses, numResources, i, j, k;

    numProcesses = 5;

    numResources = 3;

    int allocation[5][3] = { { 0, 1, 0 },

                            { 2, 0, 0 },

                            { 3, 0, 2 },

                            { 2, 1, 1 },

                            { 0, 0, 2 } };

    int maxDemand[5][3] = { { 7, 5, 3 },

                            { 3, 2, 2 },

                            { 9, 0, 2 },

                            { 2, 2, 2 },

                            { 4, 3, 3 } };

    int availableResources[3] = { 3, 3, 2 };

    int finished[5], safeSequence[5], index = 0;

    for (k = 0; k < numProcesses; k++) {

        finished[k] = 0;

    }

    int resourceNeed[5][3];

    for (i = 0; i < numProcesses; i++) {

        for (j = 0; j < numResources; j++)

            resourceNeed[i][j] = maxDemand[i][j] - allocation[i][j];

    }

    int y = 0;

    for (k = 0; k < 5; k++) {

        for (i = 0; i < numProcesses; i++) {

            if (finished[i] == 0) {

                int flag = 0;

                for (j = 0; j < numResources; j++) {

                    if (resourceNeed[i][j] > availableResources[j]){

                        flag = 1;

                        break;

                    }

                }

                if (flag == 0) {

                    safeSequence[index++] = i;

                    for (y = 0; y < numResources; y++)

                        availableResources[y] += allocation[i][y];

                    finished[i] = 1;

                }

            }

        }

    }

    int flag = 1;

    // To check if the sequence is safe or not

    for(int i = 0; i < numProcesses; i++) {

        if(finished[i] == 0) {

            flag = 0;

            cout << "The given sequence is not safe";

            break;

        }

    }

    if(flag == 1) {

        cout << "Following is the SAFE Sequence" << endl;

        for (i = 0; i < numProcesses - 1; i++)

            cout << " P" << safeSequence[i] << " ->";

        cout << " P" << safeSequence[numProcesses - 1] << endl;

    }

    return (0);

}

**Output:**

**![](data:image/png;base64,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)**